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SYNOPSIS:

This module will introduce students to some of the concepts, tools and techniques that provide a foundational basis for past and future developments in computing. It will introduce theory and reasoning in propositional and predicate logic, algebra, types, formal languages and formal systems. Illustration of the application of the formalisms will be made within areas such as compilers, data and knowledge representation, web meta-languages, formal specification, rigorous software development and artificial intelligence. To assist in the theoretical presentation, a high level language or tool will be used (for example, Prolog, Haskell, or the B-Tool).
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OUTLINE SYLLABUS
Review of propositional logic, introduction to first-order predicate logic.
Introduction to proof and semantics: inference systems for propositional and first-order predicate logic; automated reasoning; logic interpretation and properties – ambiguity, inconsistency and incompleteness; applications in database, artificial intelligence and the semantic web.
Formal Languages: grammars, lexical analysis and parsing; properties of grammars and parsing algorithms; applications in compilers and meta-languages.
Introduction to algebraic specification: simple axiomatic theories, homogenous and heterogeneous algebras, abstract data types + examples; applications in formal specification  and formal methods (algebraic and model-based specifications).
The theoretical notions above will be sustained with the use of a declarative language (eg Prolog, Haskell, Gofer) and / or a proof tool, which will be taught and used in practical sessions.
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LEARNING OUTCOMES:
19.1
 Knowledge and understanding outcomes
On completion of this module, the student will be able to:

19.1.1
Demonstrate an understanding of first-order logic and algebra, and how they relate to areas within computer science and software engineering.
19.1.2
Demonstrate an understanding of the principles of formal languages and formal systems.
19.1.3
Understand the need and benefits of rigour and formality within computing, and the role of formalisms (specifically algebra and logic).
19.2 
Ability outcomes
On completion of this module, the student will be able to:

19.2.1 Translate statements into the propositional calculus or predicate calculus. 
19.2.2 Undertake proofs framed within the propositional or predicate calculus, both by hand and using a proof tool.
19.2.3 Use a declarative language to specify and animate software specifications.

19.2.4 Manipulate terms and expressions within the algebraic specification of abstract data types.
19.2.5 Be able to apply simple parsing techniques.
20
ASSESSMENT STRATEGY:
20.2
Summative assessment
First component of the assessment: one assignment (weighted 40%) assessing outcomes 19.1.1 and 19.2.1-19.2.3. This will involve a practical investigation into FOL or algebra, with the students having to program in the declarative language used for teaching.
Second component of the assessment: a 2 hour examination (weighted 60%) assessing all outcomes.
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LEARNING STRATEGY:
Lectures will be used to deliver both the essential mathematics and the theoretical and technical material relating to the specification methods and their use.

Throughout, tutorials and practicals will place emphasis upon computing-oriented examples. For the first half of the module, a declarative language such as Prolog will be learned and used to underpin the theoretical material on logic, data  and algebra. For the second half, the lecture material will be supported by short tutorial exercises with some use of practical tools where appropriate.  
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